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Abstract

Matrix manipulation includes operations such as addition, subtraction, multiplication, inverse, and transpose etc., on the array of data stored as rows and columns. It is an essential process used in diverse fields of science and commerce including but not limited to Computer technology, Optics, Geology, Cryptography, Network Theory, Robotics and Animations, and Finance. Real-time matrix operations include a large number of computations, required for process control, and data & signal processing, which directly impacts the system performance. Real-time matrix calculation becomes a bottleneck for performance of fast system applications as it requires large computation power, memory, and time.

In this project, we present a design which can perform matrix manipulations such as addition, subtraction, scalar and matrix array multiplication, determinant of matrix, co-factor and other vital matrix operations required for real-time signal processing. The matrix manipulator is developed using Intel DE1-SoC development board with Cyclone V processor is interfaced with FT232R FTDI UART to establish serial communication between the FPGA board and PC. The matrix calculator is implemented in the NIOS II soft-core processor present on DE1-SoC board, the inputs are fed from a host computer onto FPGA board via UART serial port, a USB to TTL convertor module will be used to establish serial communication. The final computational results are fetched using the serial communication onto the remote PC.

Objective

Real-time signal processing system involves large computations and complex process control operations on massive array of data which is highly time-consuming. Currently, most of matrix operations are performed using software. The expansion of matrix dimension and reduction in processing speed has become bottleneck for the most of the existing real-time fast system applications. The objective of this project is to develop a Real-time Matrix-Manipulator using UART to TTL convertor for serial communication, Intel DE1-SoC FPGA Development Kit, and TRDB- TLM Touch screen LCD Display. The input matrix values are served into the FPGA board using Serial communication from a remote system. The matrix operations are executed in NIOS-II processor available in DE1-SoC board. The manipulated resultant matrix is displayed in the LCD display. The NIOS –II processor is used to control system operation and perform basic matrix operations such as addition, subtraction, Multiplication, finding determinant, co-factor, and other essential matrix operations required for real-time signal processing.

System-level Block Diagram

The system-level Block diagram for the Real-time Matrix Manipulator is shown in figure 1. The major functional blocks include the Remote PC, UART TTL convertor, the DE1-SoC board and the TRDB-TLM LCD display.
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**Figure 1: System-level Block Diagram**

Hardware Components

The developed Real-Time Matrix Manipulator consists of the following hardware components:

1. UART-TTL Convertor – FT232R FTDI
2. DE1-SoC Development Kit

**UART-TTL Converter:**

***![C:\Users\skoki\AppData\Local\Microsoft\Windows\INetCache\Content.MSO\E1CA1ACE.tmp](data:image/jpeg;base64,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)***

**Figure 2. FT232R FTDI USB UART**

The USB UART-TTL converter used is an FT232R FTDI (Future Technology Device International Ltd.) chip on a breakout board that simplifies serial communication by reducing the external components. Figure 2 shows the package of the USB UART. It is a fully integrated chip with 1024-bit EEPROM, clock generation, and USB termination resistors. The FT232R serial UART can support data rate transfer rates from 300 baud to 3 Mbaud at the TTL levels (FT232R, n.d.). High data throughput is achieved through the 128 bytes receive buffer and the 256 bytes transmit buffer that utilizes smooth buffer technology. The UART interface will support 7 or 8 data bits with 1 or 2 bits for representing odd, even, mark, space and non-parity bits (FT232R, n.d.). The configurable I/O pins integrated +3.3V level convertor provides output drive strength for various applications. It can be used as interface with MCU/ PLD/FPGA based designs, PDA to USB data transfer, smart card readers, Industrial control, Hardware and Wireless modems, Bar Code Readers, and Cellular Phone USB data transfer cables and interfaces ((FT232R, n.d.).

The communication is established by making use of the UART Rx and Tx lines going to pins 1 and 3 on the 20-pin expansion header of DE1-SoC board. It allows any computer to open a serial port and communicate to the DE1-SoC over a COM port, inputting the equations needed for the Matrix equations. In addition, the DE1-SoC can transmit data back to the computer by sending UART data to the FTDI board, which will display on the serial port screen for the user.

**DE1-SoC FPGA Development Kit:**

The DE1-Soc Development kit provides a hardware platform that combines the System-on Chip (SoC) FPGA and dual-core Cyclone- A9 embedded core which can be used for wide industrial application improvement. It provides users the power of flexibility in design, paired with high-processor, low-power processing system. It provides seamless integration of both SoC and ARM based hard processor system (HPS), including processor, memory and peripheral interfaces over a high-bandwidth interconnect backbone. The DE1SoC board includes hardware such as high-speed DDR3 memory, video and audio capability, Ethernet, networking and much more.

Matrix Manipulation Theory

Matrices are representation of array of data commonly used in extensive real-world data processing, research, and scientific studies. Matrix Multiplication provides good approximation for complicated calculation of real-time sensitive engineering applications signal processing, image processing, network theory and many more. Matrix manipulation is engaged with every part of day-to-day life including data base management, encryption that helps security, 3D gaming, robotics and animation, create models for economic and business, construction, physics, and geology. The common matric calculations involved are addition, subtraction, multiplication, transpose, finding the determinant value and inverse of the matrix.

**Pseudo code for Matrix Addition:**

Matrix addition can be performed only when both the matrices under operation are of same size. It is commonly employed in data, image and signal processing. The void matrix\_addition() performs the following activity:

for (i=0;i<r1;i++)

{

for (j=0;j<c1;j++)

{

res[i][j]= a[i][j]+b[i][j];

}

}

**Pseudo code for Matrix Subtraction**

Matrix subtraction is a linear algebraic operation which can be performed only when both the matrices under operation are of same size. The void matrix\_subraction() performs the following operation:

for (i=0;i<r1;i++)

{

for (j=0;j<c1;j++)

{

res[i][j]= a[i][j]-b[i][j];

}

}

**Pseudo code for Multiplication:**

Matrix Multiplication can be either scalar or matrix multiplication, and is the most challenging algebraic operation. Matrix multiplication can be either scalar, vector or matrix multiplication. Scalar multiplication is a element-wise multiplication of matrix elements using a real or complex value. In the below defined code, *void scalar\_matrix\_multiplication()* executes matrix multiplication using constant value k.

for (i=0;i<r1;i++)

{

for (j=0;j<c1;j++)

{

res[i][j] = k\*a[i][j];

}

}

Multiplication of matrices can be executed under the condition that the number of rows of first matrix should be equal to number of columns in the second matrix (i.e. [A]i x j\* [B]m x n = [C]i x n.

if (r1 != c2)

{

printf("Matrix multiplication cannot be performed\n");

}

else

for (i=0;i<r1;i++)

{

for (j=0;j<c2;j++)

{

res[i][j]=0;

for (k=0; k<c1;k++)

res[i][j] += a[i][k]\*b[k][j];

}

}

**Pseudo code for Transpose of Matrix:**

Transpose is simply interchanging the rows and columns. It is generally employed when multiple matrix exists and the dimensions without transposing is not amendable for matrix operations. In real-time one usage of transpose is data manipulation, where the application requires the use of orthonormal matrix. In image processing switching rows and columns of pixels can result in exchanging the domain and space of the image transformation. In neural networks, frequent process weight and inputs of different sizes where the dimensions do not meet the requirement of algorithm can be accomplished using simple transpose of matrix.

for (i=0;i<c1;i++)

{

for (j=0;j<r1;j++)

{

res[i][j] = a[j][i];

}

}

**Pseudo code for Determinant of Matrix:**

Determinant is the number associated with square matrix that encodes information about the matrix. Determinant of matrix is used to check the consistency of any system and to solve linear equations.

for (int f = 0; f < n; f++)

{

// Getting Cofactor of a[0][f]

temp= malloc(2\*sizeof\*temp);

for (i=0; i< 2; i++)

{

temp[i]= malloc(2\*sizeof\*temp[i]);

}

i=0;

// Looping for each element of the matrix

for (int row = 0; row < n; row++)

{

for (int col = 0; col < n; col++)

{

// Copying into temporary matrix only those

// element which are not in given row and

// column

if (row != 0 && col != f)

{

temp[i][j++] = a[row][col];

// Row is filled, so increase row index and

// reset col index

if (j == n - 1)

{

j = 0;

i++;

}

}

}

}

if(f%2==0)

{

(D += a[0][f]\*(matrix\_det(temp, n - 1,n - 1)));

}

else

{

D -= a[0][f]\*(matrix\_det(temp, n - 1,n - 1));

}

// terms are to be added with alternate sign

D1=D;

Algorithm

**Algorithm for UART Decoder:**

The UART Decoder accepts 2 inputs and has 2 outputs. The first input is Clk, with a frequency set by the generic variable ClockRate. The second input is Rx, which is the pin state of the UART Rx pin. The first output is Complete, a single bit that is low while receiving Uart data and high once the Uart byte is fully decoded. The second output is Data, an 8-bit vector that is decoded value from the Rx pin. The VHDL code for the UART decoder works as follows:

1. Input the clock rate and baud rate using the generic map, as this will not change throughout operation.
2. Wait for the start-bit from UART Rx (High->Low Transition).
3. Begin counting the clock cycles until we reach the necessary baud rate.
4. Halfway-through the count, sample the Rx line and save it in data\_register, this ensures we sample when the data line is stable.
5. Once the count reaches the baud value, reset the count
6. Repeat until all 10 bits have been sampled (start bit, data bits, stop bit).
7. Once all bits have been sampled, set the Complete signal to indicate Data is stable
8. Wait for next start-bit.

This isn’t sufficient, however, for the NIOS processor to use, since it will stream all the data in immediately. We can make use of interrupts inside the NIOS processor to react whenever the Complete signal rises, but it will take time away from performing calculations. We decided to make use of the decoder by also implementing a FIFO (First In First Out) buffer, which will buffer in up to 128 bytes of UART data to be read out by the NIOS processor when it’s ready.

**Algorithm for UART Transmitter:**

The VHDL code for the UART transmitter is very similar to the Decoder, but in reverse. It has 3 inputs and a single output. The first input is Clk, the system clock with frequency specified in the generic ClockRate. The second input is Send, a single bit that triggers the send sequence on a low to high transition. The third input is Data, an 8-bit vector that is the value to send over UART. It also has a single output, Tx, which should be tied to the Tx pin on the DE1 board. The transmitter works as follows:

1. Input clock rate and baud rate using generic map, as this will not change throughout operation
2. Wait for low->high transition on Send input
3. Bring Tx low, and begin counting clock cycles until we reach necessary baud rate
4. Once the count has rolled over, change the Tx state based on the bit of Data
5. Repeat until all 8 data bits have been sent
6. Bring Tx high to send the stop bit.
7. Reset all variables back to original states and wait for next low->high transition.

Following this we can control the transmitter tying a parallel IO in the NIOS processor to send the start signal, and the data can be tied to another parallel IO. The Clk and Tx bits are tied to the 50 Mhz clock and UART Tx pin respectively, and this is everything necessary to integrate a UART transmitter into our NIOS design.

**Algorithm for FIFO:**

The VHDL code for the FIFO is very simple and elegant. It uses 4 inputs and 1 output. The first input is complete, which indicates that data is complete and ready to be pushed into the FIFO. The next is data\_in, an 8 bit vector that is the data to be pushed in. The third is pop, which will pop out the data and point data\_out to the next data to be sent out. The final input is clear, which clears and resets the FIFO so that it’s as if it had just started. The only output of the FIFO is data\_out, an 8-bit vector that is the data to be sent out. The operation for the FIFO is very simple, first configure the generic num to the amount of data you want to buffer. Then, tie the data\_in signal to some data you want buffered, and whenever you press complete, it will be buffered into the FIFO. Meanwhile, data\_out is always the oldest data in the buffer, and you can point data\_out to the next oldest data by pressing pop. Clear can be tied to a debug pin so that you can manually clear the FIFO during development. The process for the FIFO is as follows:

1. Configure the depth of the FIFO with the num generic value
2. Wait for low->high transition on the complete input or pop input or clear input
3. If low->high on complete…
   1. Copy data\_in into the mem (an array of size num of 8-bit vectors) signal at location start
   2. Increment start by one
4. If low->high on pop…
   1. Increment stop by one
5. If low->high on clear…
   1. Set start and stop both to 0
6. Check if start is equal to stop
7. If yes…
   1. Output “00000000”
8. Otherwise…
   1. Output the value in mem at location stop

**Algorithm for Matrix Calculator:**

The NIOS C code for calculator can read matrix of any order and can implement addition, subtraction, multiplication, transpose and also calculates determinant. Order of two matrices, values into two matrices and type of operation needs to be entered into a FIFO and when C code is built and run, the values are fetched into rows, columns and as elements of two matrices. The row and column sizes are dynamically allocated. So, there is no restriction on the order of the matrices. The process is as follows:

1. Inside main, declare variables that store row and column numbers of two matrices, chooses type of operation, array elements
2. Values into variables are read by decoding the values from parallel IO, which in turn fetches the value from FIFO
3. A function is used to indicate next value from parallel IO to be read
4. Based on the operation selected, the corresponding C function is called
5. Matrix operation is performed, and result is written into a parallel IO which is connected UART Tx and the results are displayed on the remote terminal

Results

Case 1: Two matrices of order (1,1)

A(1,1)=10; B(1,1)=10

Option selected: Addition

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAz4AAABmCAYAAAAK/kTfAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAABA7SURBVHhe7d1dixxXfsfxfhv7Fgb2wuydLnMVPPcOvoowuxMaJ46vtaA1C3NrZLwE4hszbAgsJheOWYGYEERCZAlJtp6s5yfLz48Iv4GT+ld3zVRVV1dXz3TPdJc+3+arma5z6pyqrgad35zT1YPnz5+nn376Kf3www/p+++/T99++236+uuv01dffZW+/PLL9MUXX6Rnz56lzz//PD19+jT3yZMnJLkWvv9v/5n+79KdiuXyGzdupMHwvzr/3N/3XHp3OEzvnrs6en41e376dPZ8v+2r/346DU+/m85dHdfJPBfbhtm28fN56s3y3r17jds5p+f/Nf1x8HL65zZf/XBc/8P0L03lub9Lfzm/3+7uq79rqFP4h7Tbse8/nr6Ynrz/h/1tcSznP0x/ebWoU+238PRvBmkw+E063VBGkutokU0ip0ReiewSGeabb75J3333Xfrxxx/Tzz//nCLv/PLLL2kQG6IgKkXIiR2jocePH6dHjx6lhw8fpgcPHqT79+/n/6mGd+/eJcm18L33/yP99/9eq1guH2ydTZcvX+78s7zv3QsfpbdPbaWtrfBUenvnQrU888JHO+nUXp3MU2+njy5U6xT19tvayvbZaazXZoSzpu2c03N/SqcHf5v+MXzpT+mv7/1+//ngtfTOqQ/Sx3v1P0jv7JXVfS39+Vyp3cyPK22N6px+6ffpz+/9z369rP93XiqVv/JB+uup1/b2OX0qq5u1s9fGK9kxvlLUDyf7vXvuVHppMEgvnTpX3U6Sa+KdO3f2LLYV2SRySuSVyC2RYSIMRa6JABSTOzHJE+FnEKHnzTffJMle+nev/n3a+od/qlguf/3119Ov/ua1zj/L+66ab7zxRuN28rcv/zr96tcvp982lJFkX41ZoCL8xMzPIGZ6ogAAAAAA+kDkm1i9FjM/8VGeWOU2iCQk+AAAAADoC5FvYglcfIwn7l8Q9zIYxBo4wQcAAABAX4h8E58His/8FLM+g3gi+AAAAADoC5Fvbt26ld/wIFa4xazPINa+CT4AAAAA+kLkm7jbaSx3ixVucavrQaQgwQcAAABAX4h8c+3a6CssiuVug0hBgg8AAACAvhD55tNPP023b9/eW+42iC/9EXwAAAAA9IXIN1evXk2fffZZ/uWmsdxtENM/iww+g8GgVQAAAABYJpFvrly5km7evJlioufJkydpELd5W0TwmRVszp8/n9566y0BCAAAAMBSiXxz+fLl/AYHxed8BrHubdHBJ36MjKAzUvABAAAAcBREvrl06VK6fv16/n0+cSfrQax7E3wAAAAA9IXINxcvXszv7Fbc4GCJweet+C1X8AEAAMCLRjHu7eo6E8cfn6mZRdQ5inONfPPxxx/nd3YrbnCw8OAzCjej0FPM9sS5HST4PDhzYq/+yK10dlxWcHarXJ554kx6MC4rGNU5kc7UC/Y4m7Zi361S62e3Ku2emL7zXEwcb+txVZnct2R27J3Ky+c4Jn+ds9cNAAAAiyPGYF2Zp+4qUgSatvDTpc6iOJLgE4EnjJBTGKFnvuDzIJ05EfVqQScLI/vj9nFYqQWd0eC/ul8RCKaFlxj4nziRDf5LoeDsVrmNUV8NmWFu4ljKxxF9zxN+CqaFmILG8gdn0omJvhZ3bgAAANhn9ph3n3nqriptwaatbBksLPjEQdctAk+TUV4OQkUAmkYeBhpmbsrkA/spdeqD/jxsRLBpmDEqQlY9+NSZFTS6kh9LJXmM+58z+cw6nmnl9e1dXmsAAADMT9t4t848dVeZpoDTtG3ZrEnw6TIDMaNObWZjFDbO5gFjYp9Y0pYN/M9GAGjpdDKwHIzJdsrBJ86rNiOTn8uUJX4zjrexvNLeqO+WZgAAAHBApo93J5mn7qpTDjrHEXqChQSf8kWJAFOEm7pRrx52yk69uPlna5pmZkrMrFMNRkXYeNAwu1Epm5YAuhxTR6YFn1HXRxB8ykFrHPrK3QEAACybGAfO47oyz7Gv83k2UQSe8KhDT7Dw4BO/FjcwyH7bszjJaYGn3MYESww+o+2lYFEKFZPBZ9RGfrwLDAf14JMHlL1zOYrgkzEOPGeyOi1NAAAA4BC0jnlrzFN3Heht8Mn+zX+G9YBTdyZLDT7V38thZzL4lMjDRzWwVCmFpNzpxzYKOiUroeqIgs941sdsDwAAwPKIsV5X5qm76hShJ36Wfz9KlhB8yqEnnldvW30g8oF+bfBfZ1adWnk57OwHiRj879dpDT5Bl0DWgcqxTHBUwafD+QIAAOBQzDMePvDYecVoCjpN25bNegSfYjZixqC8bWBfL6uGjfFnarZGy732tq5q8JnS76xgM6t85vkCAADgUMwzHj742Hl1aAs4bWXLYGHBp/y9PGHxvLz9cBdvvHSsvhQrCwH7Y/VxndrgPR/w14LCRNjIw0R1WzUInE1nqukj72t6YOlOe/Cph77xOQo+AAAAa8c84+HDjZ2Pny7BpkudRbGw4FMEnllG3YNfxHEIGLeRO/GZlIY6DYP5ybARgaIaJqpBYLLdRYSeoD34BEXYCbNjtNQNAABgLSmPJbu4zsTxdwk0RfhZNocOPm0HufjgAwAAAADzs5DgU17i1qbAAwAAAOA4EHwAAAAA9J5DB58gAk0XAQAAAOA4WEjwAQAAAIBVRvABAAAA0HsEHwAAAAC9R/ABAAAA0HsEHwAAAAC9R/ABAAAA0HsEHwAAAAC9R/ABAAAA0HsEHwAAAAC9pzX4DAYDkiRJkjxSg+fPny9UwYckSZLkSin4kCRJkuy9gg9JkiTJ3iv4kCRJkuy9gg9JkiTJ3iv4kCRJkuy9gg9JkiTJ3ts1+Jw8ebJxe5OCD0mSJMmVskvwidBT2FReV/AhSZIkuVLOCj7l0NM1/Ag+JEmSJFfKtuBTDzv159MUfEiSJEmulNOCz7SQM217WcGHJEmS5Eo5K/jMWxYKPiRJkiRXyrbg07S9UPAhSZIkuTZOCz6HUfAhSZIkuVIKPiRJkiR7r+BDkiRJsvcKPiRJkiR7r+BDkiRJsvcKPiRJkiR7r+BDkiRJsvcKPiRJkiR7r+BDkiRJsvcKPuSKO9zZTTvDjcayg7jo9kiSJNfBtQk+G5vDtJ0N2Ha3NxvL51V7zW4Md9LOblYvc2d7mDYa6szjqve7TCNg5OczI2TMqif4HMTNtD1+P3W5Butk1/cVSZKsuvrBZ2OYdnZ20nC4mQ1mtw8/kNVec73MPHyUBlP153O5Bv12sRhk7rs9Vyjrei6HP+dhcxkP99oexCO4Hkd+TiRJ9sDVDz5lFxEEymqv5Ebazgb1m7Vtw536tgO4kv3O5+Z2FnqytuLn9mZznSYFn+NX8CFJkqHgo72RMVhrKJt3oN/oKvY7lxHOxsfT0mbMMBXL9XZ3d9J2NjBtGqB2q9dlqVa1TtV6cJxj6ddGVrc80xUhdKNUHq9Bvj0b3JfPpV5vXrP3QrnfeF8MG94Hm9s7e3VG9YZpo6XfWSGhe3tZIK/UjWuXnf9eyJnnenTvt+v7iiRJtiv4aK+1bOkB5Lj6ncdoZ2+JWwxuJwex+UA0GwDvDVw3RoPkWHZXHqB2rVd25iB3zhmG1vbytmoBJg9CO2lY2Rb14rj360a78y4F3DfCZTao3ywdV/baRBAqvw/yY8+uabmP+DxXfhylbWXbzrd7e6NQsxNLKPe2baTNOOf6a9/henTtN6835/uFJEk2K/hor7VM8BkdS7mdeF4ddDYt1xttr95IoGu9qm0D99wFBp+YhagEnML6axl9ZkGlWjfOY8r+M41gMWvfCEJTglV2fPO/ft3bm3kNys68Hl37Pdj7hSRJNiv4aK+17IUPPk0D/Gi3PLBtGehWQlLXejWPLvg0z2Y1lk3p8+DBJ7OyxC47xpj9KLeVX4uivMEp13rq+c7R3lzvx1nXo2u/Le20vV9IkmSzgo/2Rk4ZZC09gBxXvx2NQXPj4LQchroOUA84kH1hgk/d8RK7vfAz7rNxpqTF1uDTsb253o+zrkfXflvaaXu/kCTJZnsXfPYGql0GvNorOVp+Ux30Tltq04d+R85qb9qSothvf3vXJUld61Wt9tXgrIF2zbb2pg7w66/llD4XGnwyqwP8gy2lm36+3dvL3ydd3nPhzOvRtd+DvV9IkmSzvQs+MSCo/DW+Te1VzcrjjlHF87YBci/6zWxtLwawbWWlv9rnxxzPi7rxIfRscNvp5gYN9cq2vR659ePM2hzdMaz5cySt7eXnlQ22y+c89eYGiws+cUy728PJfuuvf1zT2Fa+CUIWBPKbDEy51q3n27m9OJYIhaV68TrHXd0inNRfm1nXo2O/B3m/kCTJZlc/+OSDiBicTjrxl+mibttgV3vT28ss32K36TbTuX3pt629fGBa2r9UJ2Yh9sv2/yI/7bbD9f271Kv2UbPheOtt5ncMKw3G52qv8lmbzHoQqrw2xfmPgkGxvekatzkKJ3H76uxn0U6EqEowGJtdt+rxxWtYPYf5znd2e6N62fFlZfttjV/ner3MWdcjt2O/Xd9XJEmy3dUPPvOYD8hKf2k9rC9ae13tS7/HdR4kSZI8cnsVfPK/8i7wL6AvWntd7Uu/x3UeJEmSPHp7FXxIkiRJsknBhyRJkmTvFXxIkiRJ9t4XK/h0fTTtS5IkSXJtFXyaHk37kiRJklxbBZ+mR9O+JEmSJNdWwafp0bQvSZIkybX1eINP7ZvQd7aHjd+CHubf7N6hXqtdH037kiRJklxbjzH4bKTtCDHD4gskN9LmdhaCdiZDTR56hhtTn3e266NpX5IkSZJr6/EFn83txm/NH+7spu3N8rYISNtps1Qntg136ts62PXRtC9JkiTJtfX4gs8UJ4LPxjDtNASkze16QOpg10fTviRJkiTX1mnB5+TJk43bC9vKDx58YhaovtRtysyQ4EOSJEmyq23BZ1q4aSsLG4PPrVu32oNPzOzE8rWN2nbBhyRJkuQhnRV86gFn2vay9eBz//79GcEnDz07k6EnFHxIkiRJHtJpwSesh5z682lGvrlw4UL65JNPUuSd9uCTBZvGmZ7CPBQNJ7YLPiRJkiS72hZ8wnLY6RJ6ws7BZ6MIPaVtk26k7Yk6TXd6Gxm3us6/F6hhlqjzo74fSZIkybV2VvAJ5wk9Yafgk38XT8N39jTO5GQBabvj9/jEXeF2d3fSsGkGqeujvh9JkiTJtbZL8Am7hp4w8s3EZ3zqd3WLgJPPzDTYtIQt/3LTcXnT7a1zY1lc1JlW3vXRtC9JkiTJtbVr8JnHevCZ63t8DmXcCGHabE/Y9dG0L0mSJMm1dVnB5+LFi+natWvp9u3b6eHDh2kQvyw7+OSzSNNme8Kuj6Z9SZIkSa6tywo+ly5dStevX0937txJjx49SoP4ZekzPrPs+mjalyRJkuTauqzgc/ny5XTjxo109+7d9Pjx4zSIXwQfkiRJksfhsoLPlStX0s2bN9O9e/fSkydP0iDucCD4kCRJkjwOlxV84lbWxed7nj59mgbxy7EHH5IkSZIvpMsKPvH5nljdFp/vefbsWfp/ptFvdOOZAPgAAAAASUVORK5CYII=)

Output: Sum of 10+10 = 20

Case 2: Two matrices of order(1,1)

A(1,1)=10;B(1,1)=20;

Option selected: Determinant
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Output: Determinant of matrix A is 10; Determinant of matrix B is 20

Case 3: Two matrices of order(3,3)

A(3,3)=1,0,0;0,1,0;0,0,1;B(3,3)=2,0,0;0,2,0;0,0,2;

Option selected: Determinant
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Output: Determinant of matrix A is 1; Determinant of matrix B is 8

Conclusion

Primary goal to use Nios II soft core processor and establish UART communication with USB to TTL converter interface is successfully achieved. There is no constraint on the amount of input data that can be read using UART within the hardware capability.

Future improvements

1. The matrix operations can be made generic to deal with different formats of data like float, double etc
2. The speed of UART Rx and Tx can be improved, the decoder can be made more robust to read large amount of data correctly
3. Extensive validation of the code was not feasible within the project timeline

References

1. *Future Technology Devices International LTD FT232R USB ...* (n.d.). <https://ftdichip.com/wp-content/uploads/2020/08/DS_FT232R.pdf>.
2. *DE1-SoC User Manual.*

[*https://www.intel.com/content/dam/altera-www/global/en\_US/portal/dsn/42/doc-us-dsnbk-42-1004282204-de1-soc-user-manual.pdf*](https://www.intel.com/content/dam/altera-www/global/en_US/portal/dsn/42/doc-us-dsnbk-42-1004282204-de1-soc-user-manual.pdf)

1. *Nios-II software development.*

[*https://www.uio.no/studier/emner/matnat/fys/FYS4220/h20/lecture-slides/embedded\_niosii\_sw\_dev.pdf*](https://www.uio.no/studier/emner/matnat/fys/FYS4220/h20/lecture-slides/embedded_niosii_sw_dev.pdf)

Appendix

**Code**

**VHDL code for TOP level entity**

library IEEE;

use IEEE.std\_logic\_1164.all;

use IEEE.numeric\_std.all;

entity MATRIX\_CALCULATOR is

port (

CLOCK\_50 : in std\_logic := '0'; -- clk.clk

UART\_RX : in std\_logic;

SW : in std\_logic\_vector(9 downto 0);

UART\_TX : out std\_logic;

LEDR : out std\_logic\_vector(9 downto 0)

);

end entity MATRIX\_CALCULATOR;

architecture Behavior of MATRIX\_CALCULATOR is

signal next\_write : std\_logic\_vector(7 downto 0);

signal toWrite : std\_logic\_vector(7 downto 0);

signal next\_read : std\_logic\_vector(7 downto 0);

signal toRead : std\_logic\_vector(7 downto 0);

signal gotUart : std\_logic;

signal decodedRead: std\_logic\_vector(7 downto 0);

component MATRIX\_CALCULATOR\_sys is

port (

clk\_clk : in std\_logic := '0'; -- clk.clk

nextval\_external\_connection\_export : out std\_logic\_vector(7 downto 0); -- nextval\_external\_connection.export

nextwriteval\_external\_connection\_export : out std\_logic\_vector(7 downto 0); -- nextwriteval\_external\_connection.export

readval\_external\_connection\_export : in std\_logic\_vector(7 downto 0) := (others => '0'); -- readval\_external\_connection.export

writeval\_external\_connection\_export : out std\_logic\_vector(7 downto 0) -- writeval\_external\_connection.export

);

end component;

begin

calculator : MATRIX\_CALCULATOR\_sys port map (CLOCK\_50, next\_read, next\_write, toRead, toWrite);

uart\_decoder : entity work.Uart\_Decoder port map (CLOCK\_50, UART\_RX, gotUart, decodedRead);

uart\_transmitter : entity work.Uart\_Transmitter port map (CLOCK\_50, next\_write(0), toWrite, UART\_TX);

read\_fifo : entity work.FIFO generic map (128) port map (gotUart, decodedRead, next\_read(0), SW(0), toRead);

LEDR(7 downto 0) <= toRead;

end Behavior;

**VHDL code for MATRIX\_CALCULATOR\_sys**

-- MATRIX\_CALCULATOR.vhd

-- Generated using ACDS version 18.1 625

library IEEE;

use IEEE.std\_logic\_1164.all;

use IEEE.numeric\_std.all;

entity MATRIX\_CALCULATOR\_sys is

port (

clk\_clk : in std\_logic := '0'; -- clk.clk

nextval\_external\_connection\_export : out std\_logic\_vector(7 downto 0); -- nextval\_external\_connection.export

nextwriteval\_external\_connection\_export : out std\_logic\_vector(7 downto 0); -- nextwriteval\_external\_connection.export

readval\_external\_connection\_export : in std\_logic\_vector(7 downto 0) := (others => '0'); -- readval\_external\_connection.export

writeval\_external\_connection\_export : out std\_logic\_vector(7 downto 0) -- writeval\_external\_connection.export

);

end entity MATRIX\_CALCULATOR\_sys;

architecture rtl of MATRIX\_CALCULATOR\_sys is

component MATRIX\_CALCULATOR\_jtag\_uart\_0 is

port (

clk : in std\_logic := 'X'; -- clk

rst\_n : in std\_logic := 'X'; -- reset\_n

av\_chipselect : in std\_logic := 'X'; -- chipselect

av\_address : in std\_logic := 'X'; -- address

av\_read\_n : in std\_logic := 'X'; -- read\_n

av\_readdata : out std\_logic\_vector(31 downto 0); -- readdata

av\_write\_n : in std\_logic := 'X'; -- write\_n

av\_writedata : in std\_logic\_vector(31 downto 0) := (others => 'X'); -- writedata

av\_waitrequest : out std\_logic; -- waitrequest

av\_irq : out std\_logic -- irq

);

end component MATRIX\_CALCULATOR\_jtag\_uart\_0;

component MATRIX\_CALCULATOR\_nextval is

port (

clk : in std\_logic := 'X'; -- clk

reset\_n : in std\_logic := 'X'; -- reset\_n

address : in std\_logic\_vector(1 downto 0) := (others => 'X'); -- address

write\_n : in std\_logic := 'X'; -- write\_n

writedata : in std\_logic\_vector(31 downto 0) := (others => 'X'); -- writedata

chipselect : in std\_logic := 'X'; -- chipselect

readdata : out std\_logic\_vector(31 downto 0); -- readdata

out\_port : out std\_logic\_vector(7 downto 0) -- export

);

end component MATRIX\_CALCULATOR\_nextval;

component MATRIX\_CALCULATOR\_nios2\_gen2\_0 is

port (

clk : in std\_logic := 'X'; -- clk

reset\_n : in std\_logic := 'X'; -- reset\_n

reset\_req : in std\_logic := 'X'; -- reset\_req

d\_address : out std\_logic\_vector(17 downto 0); -- address

d\_byteenable : out std\_logic\_vector(3 downto 0); -- byteenable

d\_read : out std\_logic; -- read

d\_readdata : in std\_logic\_vector(31 downto 0) := (others => 'X'); -- readdata

d\_waitrequest : in std\_logic := 'X'; -- waitrequest

d\_write : out std\_logic; -- write

d\_writedata : out std\_logic\_vector(31 downto 0); -- writedata

debug\_mem\_slave\_debugaccess\_to\_roms : out std\_logic; -- debugaccess

i\_address : out std\_logic\_vector(17 downto 0); -- address

i\_read : out std\_logic; -- read

i\_readdata : in std\_logic\_vector(31 downto 0) := (others => 'X'); -- readdata

i\_waitrequest : in std\_logic := 'X'; -- waitrequest

irq : in std\_logic\_vector(31 downto 0) := (others => 'X'); -- irq

debug\_reset\_request : out std\_logic; -- reset

debug\_mem\_slave\_address : in std\_logic\_vector(8 downto 0) := (others => 'X'); -- address

debug\_mem\_slave\_byteenable : in std\_logic\_vector(3 downto 0) := (others => 'X'); -- byteenable

debug\_mem\_slave\_debugaccess : in std\_logic := 'X'; -- debugaccess

debug\_mem\_slave\_read : in std\_logic := 'X'; -- read

debug\_mem\_slave\_readdata : out std\_logic\_vector(31 downto 0); -- readdata

debug\_mem\_slave\_waitrequest : out std\_logic; -- waitrequest

debug\_mem\_slave\_write : in std\_logic := 'X'; -- write

debug\_mem\_slave\_writedata : in std\_logic\_vector(31 downto 0) := (others => 'X'); -- writedata

dummy\_ci\_port : out std\_logic -- readra

);

end component MATRIX\_CALCULATOR\_nios2\_gen2\_0;

component MATRIX\_CALCULATOR\_onchip\_memory2\_0 is

port (

clk : in std\_logic := 'X'; -- clk

address : in std\_logic\_vector(13 downto 0) := (others => 'X'); -- address

clken : in std\_logic := 'X'; -- clken

chipselect : in std\_logic := 'X'; -- chipselect

write : in std\_logic := 'X'; -- write

readdata : out std\_logic\_vector(31 downto 0); -- readdata

writedata : in std\_logic\_vector(31 downto 0) := (others => 'X'); -- writedata

byteenable : in std\_logic\_vector(3 downto 0) := (others => 'X'); -- byteenable

reset : in std\_logic := 'X'; -- reset

reset\_req : in std\_logic := 'X'; -- reset\_req

freeze : in std\_logic := 'X' -- freeze

);

end component MATRIX\_CALCULATOR\_onchip\_memory2\_0;

component MATRIX\_CALCULATOR\_readval is

port (

clk : in std\_logic := 'X'; -- clk

reset\_n : in std\_logic := 'X'; -- reset\_n

address : in std\_logic\_vector(1 downto 0) := (others => 'X'); -- address

readdata : out std\_logic\_vector(31 downto 0); -- readdata

in\_port : in std\_logic\_vector(7 downto 0) := (others => 'X') -- export

);

end component MATRIX\_CALCULATOR\_readval;

component MATRIX\_CALCULATOR\_mm\_interconnect\_0 is

port (

clk\_0\_clk\_clk : in std\_logic := 'X'; -- clk

nios2\_gen2\_0\_reset\_reset\_bridge\_in\_reset\_reset : in std\_logic := 'X'; -- reset

nios2\_gen2\_0\_data\_master\_address : in std\_logic\_vector(17 downto 0) := (others => 'X'); -- address

nios2\_gen2\_0\_data\_master\_waitrequest : out std\_logic; -- waitrequest

nios2\_gen2\_0\_data\_master\_byteenable : in std\_logic\_vector(3 downto 0) := (others => 'X'); -- byteenable

nios2\_gen2\_0\_data\_master\_read : in std\_logic := 'X'; -- read

nios2\_gen2\_0\_data\_master\_readdata : out std\_logic\_vector(31 downto 0); -- readdata

nios2\_gen2\_0\_data\_master\_write : in std\_logic := 'X'; -- write

nios2\_gen2\_0\_data\_master\_writedata : in std\_logic\_vector(31 downto 0) := (others => 'X'); -- writedata

nios2\_gen2\_0\_data\_master\_debugaccess : in std\_logic := 'X'; -- debugaccess

nios2\_gen2\_0\_instruction\_master\_address : in std\_logic\_vector(17 downto 0) := (others => 'X'); -- address

nios2\_gen2\_0\_instruction\_master\_waitrequest : out std\_logic; -- waitrequest

nios2\_gen2\_0\_instruction\_master\_read : in std\_logic := 'X'; -- read

nios2\_gen2\_0\_instruction\_master\_readdata : out std\_logic\_vector(31 downto 0); -- readdata

jtag\_uart\_0\_avalon\_jtag\_slave\_address : out std\_logic\_vector(0 downto 0); -- address

jtag\_uart\_0\_avalon\_jtag\_slave\_write : out std\_logic; -- write

jtag\_uart\_0\_avalon\_jtag\_slave\_read : out std\_logic; -- read

jtag\_uart\_0\_avalon\_jtag\_slave\_readdata : in std\_logic\_vector(31 downto 0) := (others => 'X'); -- readdata

jtag\_uart\_0\_avalon\_jtag\_slave\_writedata : out std\_logic\_vector(31 downto 0); -- writedata

jtag\_uart\_0\_avalon\_jtag\_slave\_waitrequest : in std\_logic := 'X'; -- waitrequest

jtag\_uart\_0\_avalon\_jtag\_slave\_chipselect : out std\_logic; -- chipselect

nextval\_s1\_address : out std\_logic\_vector(1 downto 0); -- address

nextval\_s1\_write : out std\_logic; -- write

nextval\_s1\_readdata : in std\_logic\_vector(31 downto 0) := (others => 'X'); -- readdata

nextval\_s1\_writedata : out std\_logic\_vector(31 downto 0); -- writedata

nextval\_s1\_chipselect : out std\_logic; -- chipselect

nextwriteval\_s1\_address : out std\_logic\_vector(1 downto 0); -- address

nextwriteval\_s1\_write : out std\_logic; -- write

nextwriteval\_s1\_readdata : in std\_logic\_vector(31 downto 0) := (others => 'X'); -- readdata

nextwriteval\_s1\_writedata : out std\_logic\_vector(31 downto 0); -- writedata

nextwriteval\_s1\_chipselect : out std\_logic; -- chipselect

nios2\_gen2\_0\_debug\_mem\_slave\_address : out std\_logic\_vector(8 downto 0); -- address

nios2\_gen2\_0\_debug\_mem\_slave\_write : out std\_logic; -- write

nios2\_gen2\_0\_debug\_mem\_slave\_read : out std\_logic; -- read

nios2\_gen2\_0\_debug\_mem\_slave\_readdata : in std\_logic\_vector(31 downto 0) := (others => 'X'); -- readdata

nios2\_gen2\_0\_debug\_mem\_slave\_writedata : out std\_logic\_vector(31 downto 0); -- writedata

nios2\_gen2\_0\_debug\_mem\_slave\_byteenable : out std\_logic\_vector(3 downto 0); -- byteenable

nios2\_gen2\_0\_debug\_mem\_slave\_waitrequest : in std\_logic := 'X'; -- waitrequest

nios2\_gen2\_0\_debug\_mem\_slave\_debugaccess : out std\_logic; -- debugaccess

onchip\_memory2\_0\_s1\_address : out std\_logic\_vector(13 downto 0); -- address

onchip\_memory2\_0\_s1\_write : out std\_logic; -- write

onchip\_memory2\_0\_s1\_readdata : in std\_logic\_vector(31 downto 0) := (others => 'X'); -- readdata

onchip\_memory2\_0\_s1\_writedata : out std\_logic\_vector(31 downto 0); -- writedata

onchip\_memory2\_0\_s1\_byteenable : out std\_logic\_vector(3 downto 0); -- byteenable

onchip\_memory2\_0\_s1\_chipselect : out std\_logic; -- chipselect

onchip\_memory2\_0\_s1\_clken : out std\_logic; -- clken

readval\_s1\_address : out std\_logic\_vector(1 downto 0); -- address

readval\_s1\_readdata : in std\_logic\_vector(31 downto 0) := (others => 'X'); -- readdata

writeval\_s1\_address : out std\_logic\_vector(1 downto 0); -- address

writeval\_s1\_write : out std\_logic; -- write

writeval\_s1\_readdata : in std\_logic\_vector(31 downto 0) := (others => 'X'); -- readdata

writeval\_s1\_writedata : out std\_logic\_vector(31 downto 0); -- writedata

writeval\_s1\_chipselect : out std\_logic -- chipselect

);

end component MATRIX\_CALCULATOR\_mm\_interconnect\_0;

component MATRIX\_CALCULATOR\_irq\_mapper is

port (

clk : in std\_logic := 'X'; -- clk

reset : in std\_logic := 'X'; -- reset

receiver0\_irq : in std\_logic := 'X'; -- irq

sender\_irq : out std\_logic\_vector(31 downto 0) -- irq

);

end component MATRIX\_CALCULATOR\_irq\_mapper;

component altera\_reset\_controller is

generic (

NUM\_RESET\_INPUTS : integer := 6;

OUTPUT\_RESET\_SYNC\_EDGES : string := "deassert";

SYNC\_DEPTH : integer := 2;

RESET\_REQUEST\_PRESENT : integer := 0;

RESET\_REQ\_WAIT\_TIME : integer := 1;

MIN\_RST\_ASSERTION\_TIME : integer := 3;

RESET\_REQ\_EARLY\_DSRT\_TIME : integer := 1;

USE\_RESET\_REQUEST\_IN0 : integer := 0;

USE\_RESET\_REQUEST\_IN1 : integer := 0;

USE\_RESET\_REQUEST\_IN2 : integer := 0;

USE\_RESET\_REQUEST\_IN3 : integer := 0;

USE\_RESET\_REQUEST\_IN4 : integer := 0;

USE\_RESET\_REQUEST\_IN5 : integer := 0;

USE\_RESET\_REQUEST\_IN6 : integer := 0;

USE\_RESET\_REQUEST\_IN7 : integer := 0;

USE\_RESET\_REQUEST\_IN8 : integer := 0;

USE\_RESET\_REQUEST\_IN9 : integer := 0;

USE\_RESET\_REQUEST\_IN10 : integer := 0;

USE\_RESET\_REQUEST\_IN11 : integer := 0;

USE\_RESET\_REQUEST\_IN12 : integer := 0;

USE\_RESET\_REQUEST\_IN13 : integer := 0;

USE\_RESET\_REQUEST\_IN14 : integer := 0;

USE\_RESET\_REQUEST\_IN15 : integer := 0;

ADAPT\_RESET\_REQUEST : integer := 0

);

port (

reset\_in0 : in std\_logic := 'X'; -- reset

clk : in std\_logic := 'X'; -- clk

reset\_out : out std\_logic; -- reset

reset\_req : out std\_logic; -- reset\_req

reset\_req\_in0 : in std\_logic := 'X'; -- reset\_req

reset\_in1 : in std\_logic := 'X'; -- reset

reset\_req\_in1 : in std\_logic := 'X'; -- reset\_req

reset\_in2 : in std\_logic := 'X'; -- reset

reset\_req\_in2 : in std\_logic := 'X'; -- reset\_req

reset\_in3 : in std\_logic := 'X'; -- reset

reset\_req\_in3 : in std\_logic := 'X'; -- reset\_req

reset\_in4 : in std\_logic := 'X'; -- reset

reset\_req\_in4 : in std\_logic := 'X'; -- reset\_req

reset\_in5 : in std\_logic := 'X'; -- reset

reset\_req\_in5 : in std\_logic := 'X'; -- reset\_req

reset\_in6 : in std\_logic := 'X'; -- reset

reset\_req\_in6 : in std\_logic := 'X'; -- reset\_req

reset\_in7 : in std\_logic := 'X'; -- reset

reset\_req\_in7 : in std\_logic := 'X'; -- reset\_req

reset\_in8 : in std\_logic := 'X'; -- reset

reset\_req\_in8 : in std\_logic := 'X'; -- reset\_req

reset\_in9 : in std\_logic := 'X'; -- reset

reset\_req\_in9 : in std\_logic := 'X'; -- reset\_req

reset\_in10 : in std\_logic := 'X'; -- reset

reset\_req\_in10 : in std\_logic := 'X'; -- reset\_req

reset\_in11 : in std\_logic := 'X'; -- reset

reset\_req\_in11 : in std\_logic := 'X'; -- reset\_req

reset\_in12 : in std\_logic := 'X'; -- reset

reset\_req\_in12 : in std\_logic := 'X'; -- reset\_req

reset\_in13 : in std\_logic := 'X'; -- reset

reset\_req\_in13 : in std\_logic := 'X'; -- reset\_req

reset\_in14 : in std\_logic := 'X'; -- reset

reset\_req\_in14 : in std\_logic := 'X'; -- reset\_req

reset\_in15 : in std\_logic := 'X'; -- reset

reset\_req\_in15 : in std\_logic := 'X' -- reset\_req

);

end component altera\_reset\_controller;

signal nios2\_gen2\_0\_debug\_reset\_request\_reset : std\_logic; -- nios2\_gen2\_0:debug\_reset\_request -> rst\_controller:reset\_in0

signal nios2\_gen2\_0\_data\_master\_readdata : std\_logic\_vector(31 downto 0); -- mm\_interconnect\_0:nios2\_gen2\_0\_data\_master\_readdata -> nios2\_gen2\_0:d\_readdata

signal nios2\_gen2\_0\_data\_master\_waitrequest : std\_logic; -- mm\_interconnect\_0:nios2\_gen2\_0\_data\_master\_waitrequest -> nios2\_gen2\_0:d\_waitrequest

signal nios2\_gen2\_0\_data\_master\_debugaccess : std\_logic; -- nios2\_gen2\_0:debug\_mem\_slave\_debugaccess\_to\_roms -> mm\_interconnect\_0:nios2\_gen2\_0\_data\_master\_debugaccess

signal nios2\_gen2\_0\_data\_master\_address : std\_logic\_vector(17 downto 0); -- nios2\_gen2\_0:d\_address -> mm\_interconnect\_0:nios2\_gen2\_0\_data\_master\_address

signal nios2\_gen2\_0\_data\_master\_byteenable : std\_logic\_vector(3 downto 0); -- nios2\_gen2\_0:d\_byteenable -> mm\_interconnect\_0:nios2\_gen2\_0\_data\_master\_byteenable

signal nios2\_gen2\_0\_data\_master\_read : std\_logic; -- nios2\_gen2\_0:d\_read -> mm\_interconnect\_0:nios2\_gen2\_0\_data\_master\_read

signal nios2\_gen2\_0\_data\_master\_write : std\_logic; -- nios2\_gen2\_0:d\_write -> mm\_interconnect\_0:nios2\_gen2\_0\_data\_master\_write

signal nios2\_gen2\_0\_data\_master\_writedata : std\_logic\_vector(31 downto 0); -- nios2\_gen2\_0:d\_writedata -> mm\_interconnect\_0:nios2\_gen2\_0\_data\_master\_writedata

signal nios2\_gen2\_0\_instruction\_master\_readdata : std\_logic\_vector(31 downto 0); -- mm\_interconnect\_0:nios2\_gen2\_0\_instruction\_master\_readdata -> nios2\_gen2\_0:i\_readdata

signal nios2\_gen2\_0\_instruction\_master\_waitrequest : std\_logic; -- mm\_interconnect\_0:nios2\_gen2\_0\_instruction\_master\_waitrequest -> nios2\_gen2\_0:i\_waitrequest

signal nios2\_gen2\_0\_instruction\_master\_address : std\_logic\_vector(17 downto 0); -- nios2\_gen2\_0:i\_address -> mm\_interconnect\_0:nios2\_gen2\_0\_instruction\_master\_address

signal nios2\_gen2\_0\_instruction\_master\_read : std\_logic; -- nios2\_gen2\_0:i\_read -> mm\_interconnect\_0:nios2\_gen2\_0\_instruction\_master\_read

signal mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_chipselect : std\_logic; -- mm\_interconnect\_0:jtag\_uart\_0\_avalon\_jtag\_slave\_chipselect -> jtag\_uart\_0:av\_chipselect

signal mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_readdata : std\_logic\_vector(31 downto 0); -- jtag\_uart\_0:av\_readdata -> mm\_interconnect\_0:jtag\_uart\_0\_avalon\_jtag\_slave\_readdata

signal mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_waitrequest : std\_logic; -- jtag\_uart\_0:av\_waitrequest -> mm\_interconnect\_0:jtag\_uart\_0\_avalon\_jtag\_slave\_waitrequest

signal mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_address : std\_logic\_vector(0 downto 0); -- mm\_interconnect\_0:jtag\_uart\_0\_avalon\_jtag\_slave\_address -> jtag\_uart\_0:av\_address

signal mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_read : std\_logic; -- mm\_interconnect\_0:jtag\_uart\_0\_avalon\_jtag\_slave\_read -> mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_read:in

signal mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_write : std\_logic; -- mm\_interconnect\_0:jtag\_uart\_0\_avalon\_jtag\_slave\_write -> mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_write:in

signal mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_writedata : std\_logic\_vector(31 downto 0); -- mm\_interconnect\_0:jtag\_uart\_0\_avalon\_jtag\_slave\_writedata -> jtag\_uart\_0:av\_writedata

signal mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_readdata : std\_logic\_vector(31 downto 0); -- nios2\_gen2\_0:debug\_mem\_slave\_readdata -> mm\_interconnect\_0:nios2\_gen2\_0\_debug\_mem\_slave\_readdata

signal mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_waitrequest : std\_logic; -- nios2\_gen2\_0:debug\_mem\_slave\_waitrequest -> mm\_interconnect\_0:nios2\_gen2\_0\_debug\_mem\_slave\_waitrequest

signal mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_debugaccess : std\_logic; -- mm\_interconnect\_0:nios2\_gen2\_0\_debug\_mem\_slave\_debugaccess -> nios2\_gen2\_0:debug\_mem\_slave\_debugaccess

signal mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_address : std\_logic\_vector(8 downto 0); -- mm\_interconnect\_0:nios2\_gen2\_0\_debug\_mem\_slave\_address -> nios2\_gen2\_0:debug\_mem\_slave\_address

signal mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_read : std\_logic; -- mm\_interconnect\_0:nios2\_gen2\_0\_debug\_mem\_slave\_read -> nios2\_gen2\_0:debug\_mem\_slave\_read

signal mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_byteenable : std\_logic\_vector(3 downto 0); -- mm\_interconnect\_0:nios2\_gen2\_0\_debug\_mem\_slave\_byteenable -> nios2\_gen2\_0:debug\_mem\_slave\_byteenable

signal mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_write : std\_logic; -- mm\_interconnect\_0:nios2\_gen2\_0\_debug\_mem\_slave\_write -> nios2\_gen2\_0:debug\_mem\_slave\_write

signal mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_writedata : std\_logic\_vector(31 downto 0); -- mm\_interconnect\_0:nios2\_gen2\_0\_debug\_mem\_slave\_writedata -> nios2\_gen2\_0:debug\_mem\_slave\_writedata

signal mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_chipselect : std\_logic; -- mm\_interconnect\_0:onchip\_memory2\_0\_s1\_chipselect -> onchip\_memory2\_0:chipselect

signal mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_readdata : std\_logic\_vector(31 downto 0); -- onchip\_memory2\_0:readdata -> mm\_interconnect\_0:onchip\_memory2\_0\_s1\_readdata

signal mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_address : std\_logic\_vector(13 downto 0); -- mm\_interconnect\_0:onchip\_memory2\_0\_s1\_address -> onchip\_memory2\_0:address

signal mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_byteenable : std\_logic\_vector(3 downto 0); -- mm\_interconnect\_0:onchip\_memory2\_0\_s1\_byteenable -> onchip\_memory2\_0:byteenable

signal mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_write : std\_logic; -- mm\_interconnect\_0:onchip\_memory2\_0\_s1\_write -> onchip\_memory2\_0:write

signal mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_writedata : std\_logic\_vector(31 downto 0); -- mm\_interconnect\_0:onchip\_memory2\_0\_s1\_writedata -> onchip\_memory2\_0:writedata

signal mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_clken : std\_logic; -- mm\_interconnect\_0:onchip\_memory2\_0\_s1\_clken -> onchip\_memory2\_0:clken

signal mm\_interconnect\_0\_readval\_s1\_readdata : std\_logic\_vector(31 downto 0); -- readval:readdata -> mm\_interconnect\_0:readval\_s1\_readdata

signal mm\_interconnect\_0\_readval\_s1\_address : std\_logic\_vector(1 downto 0); -- mm\_interconnect\_0:readval\_s1\_address -> readval:address

signal mm\_interconnect\_0\_nextval\_s1\_chipselect : std\_logic; -- mm\_interconnect\_0:nextval\_s1\_chipselect -> nextval:chipselect

signal mm\_interconnect\_0\_nextval\_s1\_readdata : std\_logic\_vector(31 downto 0); -- nextval:readdata -> mm\_interconnect\_0:nextval\_s1\_readdata

signal mm\_interconnect\_0\_nextval\_s1\_address : std\_logic\_vector(1 downto 0); -- mm\_interconnect\_0:nextval\_s1\_address -> nextval:address

signal mm\_interconnect\_0\_nextval\_s1\_write : std\_logic; -- mm\_interconnect\_0:nextval\_s1\_write -> mm\_interconnect\_0\_nextval\_s1\_write:in

signal mm\_interconnect\_0\_nextval\_s1\_writedata : std\_logic\_vector(31 downto 0); -- mm\_interconnect\_0:nextval\_s1\_writedata -> nextval:writedata

signal mm\_interconnect\_0\_writeval\_s1\_chipselect : std\_logic; -- mm\_interconnect\_0:writeval\_s1\_chipselect -> writeval:chipselect

signal mm\_interconnect\_0\_writeval\_s1\_readdata : std\_logic\_vector(31 downto 0); -- writeval:readdata -> mm\_interconnect\_0:writeval\_s1\_readdata

signal mm\_interconnect\_0\_writeval\_s1\_address : std\_logic\_vector(1 downto 0); -- mm\_interconnect\_0:writeval\_s1\_address -> writeval:address

signal mm\_interconnect\_0\_writeval\_s1\_write : std\_logic; -- mm\_interconnect\_0:writeval\_s1\_write -> mm\_interconnect\_0\_writeval\_s1\_write:in

signal mm\_interconnect\_0\_writeval\_s1\_writedata : std\_logic\_vector(31 downto 0); -- mm\_interconnect\_0:writeval\_s1\_writedata -> writeval:writedata

signal mm\_interconnect\_0\_nextwriteval\_s1\_chipselect : std\_logic; -- mm\_interconnect\_0:nextwriteval\_s1\_chipselect -> nextwriteval:chipselect

signal mm\_interconnect\_0\_nextwriteval\_s1\_readdata : std\_logic\_vector(31 downto 0); -- nextwriteval:readdata -> mm\_interconnect\_0:nextwriteval\_s1\_readdata

signal mm\_interconnect\_0\_nextwriteval\_s1\_address : std\_logic\_vector(1 downto 0); -- mm\_interconnect\_0:nextwriteval\_s1\_address -> nextwriteval:address

signal mm\_interconnect\_0\_nextwriteval\_s1\_write : std\_logic; -- mm\_interconnect\_0:nextwriteval\_s1\_write -> mm\_interconnect\_0\_nextwriteval\_s1\_write:in

signal mm\_interconnect\_0\_nextwriteval\_s1\_writedata : std\_logic\_vector(31 downto 0); -- mm\_interconnect\_0:nextwriteval\_s1\_writedata -> nextwriteval:writedata

signal irq\_mapper\_receiver0\_irq : std\_logic; -- jtag\_uart\_0:av\_irq -> irq\_mapper:receiver0\_irq

signal nios2\_gen2\_0\_irq\_irq : std\_logic\_vector(31 downto 0); -- irq\_mapper:sender\_irq -> nios2\_gen2\_0:irq

signal rst\_controller\_reset\_out\_reset : std\_logic; -- rst\_controller:reset\_out -> [irq\_mapper:reset, mm\_interconnect\_0:nios2\_gen2\_0\_reset\_reset\_bridge\_in\_reset\_reset, onchip\_memory2\_0:reset, rst\_controller\_reset\_out\_reset:in, rst\_translator:in\_reset]

signal rst\_controller\_reset\_out\_reset\_req : std\_logic; -- rst\_controller:reset\_req -> [nios2\_gen2\_0:reset\_req, onchip\_memory2\_0:reset\_req, rst\_translator:reset\_req\_in]

signal mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_read\_ports\_inv : std\_logic; -- mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_read:inv -> jtag\_uart\_0:av\_read\_n

signal mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_write\_ports\_inv : std\_logic; -- mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_write:inv -> jtag\_uart\_0:av\_write\_n

signal mm\_interconnect\_0\_nextval\_s1\_write\_ports\_inv : std\_logic; -- mm\_interconnect\_0\_nextval\_s1\_write:inv -> nextval:write\_n

signal mm\_interconnect\_0\_writeval\_s1\_write\_ports\_inv : std\_logic; -- mm\_interconnect\_0\_writeval\_s1\_write:inv -> writeval:write\_n

signal mm\_interconnect\_0\_nextwriteval\_s1\_write\_ports\_inv : std\_logic; -- mm\_interconnect\_0\_nextwriteval\_s1\_write:inv -> nextwriteval:write\_n

signal rst\_controller\_reset\_out\_reset\_ports\_inv : std\_logic; -- rst\_controller\_reset\_out\_reset:inv -> [jtag\_uart\_0:rst\_n, nextval:reset\_n, nextwriteval:reset\_n, nios2\_gen2\_0:reset\_n, readval:reset\_n, writeval:reset\_n]

begin

jtag\_uart\_0 : component MATRIX\_CALCULATOR\_jtag\_uart\_0

port map (

clk => clk\_clk, -- clk.clk

rst\_n => rst\_controller\_reset\_out\_reset\_ports\_inv, -- reset.reset\_n

av\_chipselect => mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_chipselect, -- avalon\_jtag\_slave.chipselect

av\_address => mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_address(0), -- .address

av\_read\_n => mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_read\_ports\_inv, -- .read\_n

av\_readdata => mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_readdata, -- .readdata

av\_write\_n => mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_write\_ports\_inv, -- .write\_n

av\_writedata => mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_writedata, -- .writedata

av\_waitrequest => mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_waitrequest, -- .waitrequest

av\_irq => irq\_mapper\_receiver0\_irq -- irq.irq

);

nextval : component MATRIX\_CALCULATOR\_nextval

port map (

clk => clk\_clk, -- clk.clk

reset\_n => rst\_controller\_reset\_out\_reset\_ports\_inv, -- reset.reset\_n

address => mm\_interconnect\_0\_nextval\_s1\_address, -- s1.address

write\_n => mm\_interconnect\_0\_nextval\_s1\_write\_ports\_inv, -- .write\_n

writedata => mm\_interconnect\_0\_nextval\_s1\_writedata, -- .writedata

chipselect => mm\_interconnect\_0\_nextval\_s1\_chipselect, -- .chipselect

readdata => mm\_interconnect\_0\_nextval\_s1\_readdata, -- .readdata

out\_port => nextval\_external\_connection\_export -- external\_connection.export

);

nextwriteval : component MATRIX\_CALCULATOR\_nextval

port map (

clk => clk\_clk, -- clk.clk

reset\_n => rst\_controller\_reset\_out\_reset\_ports\_inv, -- reset.reset\_n

address => mm\_interconnect\_0\_nextwriteval\_s1\_address, -- s1.address

write\_n => mm\_interconnect\_0\_nextwriteval\_s1\_write\_ports\_inv, -- .write\_n

writedata => mm\_interconnect\_0\_nextwriteval\_s1\_writedata, -- .writedata

chipselect => mm\_interconnect\_0\_nextwriteval\_s1\_chipselect, -- .chipselect

readdata => mm\_interconnect\_0\_nextwriteval\_s1\_readdata, -- .readdata

out\_port => nextwriteval\_external\_connection\_export -- external\_connection.export

);

nios2\_gen2\_0 : component MATRIX\_CALCULATOR\_nios2\_gen2\_0

port map (

clk => clk\_clk, -- clk.clk

reset\_n => rst\_controller\_reset\_out\_reset\_ports\_inv, -- reset.reset\_n

reset\_req => rst\_controller\_reset\_out\_reset\_req, -- .reset\_req

d\_address => nios2\_gen2\_0\_data\_master\_address, -- data\_master.address

d\_byteenable => nios2\_gen2\_0\_data\_master\_byteenable, -- .byteenable

d\_read => nios2\_gen2\_0\_data\_master\_read, -- .read

d\_readdata => nios2\_gen2\_0\_data\_master\_readdata, -- .readdata

d\_waitrequest => nios2\_gen2\_0\_data\_master\_waitrequest, -- .waitrequest

d\_write => nios2\_gen2\_0\_data\_master\_write, -- .write

d\_writedata => nios2\_gen2\_0\_data\_master\_writedata, -- .writedata

debug\_mem\_slave\_debugaccess\_to\_roms => nios2\_gen2\_0\_data\_master\_debugaccess, -- .debugaccess

i\_address => nios2\_gen2\_0\_instruction\_master\_address, -- instruction\_master.address

i\_read => nios2\_gen2\_0\_instruction\_master\_read, -- .read

i\_readdata => nios2\_gen2\_0\_instruction\_master\_readdata, -- .readdata

i\_waitrequest => nios2\_gen2\_0\_instruction\_master\_waitrequest, -- .waitrequest

irq => nios2\_gen2\_0\_irq\_irq, -- irq.irq

debug\_reset\_request => nios2\_gen2\_0\_debug\_reset\_request\_reset, -- debug\_reset\_request.reset

debug\_mem\_slave\_address => mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_address, -- debug\_mem\_slave.address

debug\_mem\_slave\_byteenable => mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_byteenable, -- .byteenable

debug\_mem\_slave\_debugaccess => mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_debugaccess, -- .debugaccess

debug\_mem\_slave\_read => mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_read, -- .read

debug\_mem\_slave\_readdata => mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_readdata, -- .readdata

debug\_mem\_slave\_waitrequest => mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_waitrequest, -- .waitrequest

debug\_mem\_slave\_write => mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_write, -- .write

debug\_mem\_slave\_writedata => mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_writedata, -- .writedata

dummy\_ci\_port => open -- custom\_instruction\_master.readra

);

onchip\_memory2\_0 : component MATRIX\_CALCULATOR\_onchip\_memory2\_0

port map (

clk => clk\_clk, -- clk1.clk

address => mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_address, -- s1.address

clken => mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_clken, -- .clken

chipselect => mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_chipselect, -- .chipselect

write => mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_write, -- .write

readdata => mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_readdata, -- .readdata

writedata => mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_writedata, -- .writedata

byteenable => mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_byteenable, -- .byteenable

reset => rst\_controller\_reset\_out\_reset, -- reset1.reset

reset\_req => rst\_controller\_reset\_out\_reset\_req, -- .reset\_req

freeze => '0' -- (terminated)

);

readval : component MATRIX\_CALCULATOR\_readval

port map (

clk => clk\_clk, -- clk.clk

reset\_n => rst\_controller\_reset\_out\_reset\_ports\_inv, -- reset.reset\_n

address => mm\_interconnect\_0\_readval\_s1\_address, -- s1.address

readdata => mm\_interconnect\_0\_readval\_s1\_readdata, -- .readdata

in\_port => readval\_external\_connection\_export -- external\_connection.export

);

writeval : component MATRIX\_CALCULATOR\_nextval

port map (

clk => clk\_clk, -- clk.clk

reset\_n => rst\_controller\_reset\_out\_reset\_ports\_inv, -- reset.reset\_n

address => mm\_interconnect\_0\_writeval\_s1\_address, -- s1.address

write\_n => mm\_interconnect\_0\_writeval\_s1\_write\_ports\_inv, -- .write\_n

writedata => mm\_interconnect\_0\_writeval\_s1\_writedata, -- .writedata

chipselect => mm\_interconnect\_0\_writeval\_s1\_chipselect, -- .chipselect

readdata => mm\_interconnect\_0\_writeval\_s1\_readdata, -- .readdata

out\_port => writeval\_external\_connection\_export -- external\_connection.export

);

mm\_interconnect\_0 : component MATRIX\_CALCULATOR\_mm\_interconnect\_0

port map (

clk\_0\_clk\_clk => clk\_clk, -- clk\_0\_clk.clk

nios2\_gen2\_0\_reset\_reset\_bridge\_in\_reset\_reset => rst\_controller\_reset\_out\_reset, -- nios2\_gen2\_0\_reset\_reset\_bridge\_in\_reset.reset

nios2\_gen2\_0\_data\_master\_address => nios2\_gen2\_0\_data\_master\_address, -- nios2\_gen2\_0\_data\_master.address

nios2\_gen2\_0\_data\_master\_waitrequest => nios2\_gen2\_0\_data\_master\_waitrequest, -- .waitrequest

nios2\_gen2\_0\_data\_master\_byteenable => nios2\_gen2\_0\_data\_master\_byteenable, -- .byteenable

nios2\_gen2\_0\_data\_master\_read => nios2\_gen2\_0\_data\_master\_read, -- .read

nios2\_gen2\_0\_data\_master\_readdata => nios2\_gen2\_0\_data\_master\_readdata, -- .readdata

nios2\_gen2\_0\_data\_master\_write => nios2\_gen2\_0\_data\_master\_write, -- .write

nios2\_gen2\_0\_data\_master\_writedata => nios2\_gen2\_0\_data\_master\_writedata, -- .writedata

nios2\_gen2\_0\_data\_master\_debugaccess => nios2\_gen2\_0\_data\_master\_debugaccess, -- .debugaccess

nios2\_gen2\_0\_instruction\_master\_address => nios2\_gen2\_0\_instruction\_master\_address, -- nios2\_gen2\_0\_instruction\_master.address

nios2\_gen2\_0\_instruction\_master\_waitrequest => nios2\_gen2\_0\_instruction\_master\_waitrequest, -- .waitrequest

nios2\_gen2\_0\_instruction\_master\_read => nios2\_gen2\_0\_instruction\_master\_read, -- .read

nios2\_gen2\_0\_instruction\_master\_readdata => nios2\_gen2\_0\_instruction\_master\_readdata, -- .readdata

jtag\_uart\_0\_avalon\_jtag\_slave\_address => mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_address, -- jtag\_uart\_0\_avalon\_jtag\_slave.address

jtag\_uart\_0\_avalon\_jtag\_slave\_write => mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_write, -- .write

jtag\_uart\_0\_avalon\_jtag\_slave\_read => mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_read, -- .read

jtag\_uart\_0\_avalon\_jtag\_slave\_readdata => mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_readdata, -- .readdata

jtag\_uart\_0\_avalon\_jtag\_slave\_writedata => mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_writedata, -- .writedata

jtag\_uart\_0\_avalon\_jtag\_slave\_waitrequest => mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_waitrequest, -- .waitrequest

jtag\_uart\_0\_avalon\_jtag\_slave\_chipselect => mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_chipselect, -- .chipselect

nextval\_s1\_address => mm\_interconnect\_0\_nextval\_s1\_address, -- nextval\_s1.address

nextval\_s1\_write => mm\_interconnect\_0\_nextval\_s1\_write, -- .write

nextval\_s1\_readdata => mm\_interconnect\_0\_nextval\_s1\_readdata, -- .readdata

nextval\_s1\_writedata => mm\_interconnect\_0\_nextval\_s1\_writedata, -- .writedata

nextval\_s1\_chipselect => mm\_interconnect\_0\_nextval\_s1\_chipselect, -- .chipselect

nextwriteval\_s1\_address => mm\_interconnect\_0\_nextwriteval\_s1\_address, -- nextwriteval\_s1.address

nextwriteval\_s1\_write => mm\_interconnect\_0\_nextwriteval\_s1\_write, -- .write

nextwriteval\_s1\_readdata => mm\_interconnect\_0\_nextwriteval\_s1\_readdata, -- .readdata

nextwriteval\_s1\_writedata => mm\_interconnect\_0\_nextwriteval\_s1\_writedata, -- .writedata

nextwriteval\_s1\_chipselect => mm\_interconnect\_0\_nextwriteval\_s1\_chipselect, -- .chipselect

nios2\_gen2\_0\_debug\_mem\_slave\_address => mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_address, -- nios2\_gen2\_0\_debug\_mem\_slave.address

nios2\_gen2\_0\_debug\_mem\_slave\_write => mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_write, -- .write

nios2\_gen2\_0\_debug\_mem\_slave\_read => mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_read, -- .read

nios2\_gen2\_0\_debug\_mem\_slave\_readdata => mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_readdata, -- .readdata

nios2\_gen2\_0\_debug\_mem\_slave\_writedata => mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_writedata, -- .writedata

nios2\_gen2\_0\_debug\_mem\_slave\_byteenable => mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_byteenable, -- .byteenable

nios2\_gen2\_0\_debug\_mem\_slave\_waitrequest => mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_waitrequest, -- .waitrequest

nios2\_gen2\_0\_debug\_mem\_slave\_debugaccess => mm\_interconnect\_0\_nios2\_gen2\_0\_debug\_mem\_slave\_debugaccess, -- .debugaccess

onchip\_memory2\_0\_s1\_address => mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_address, -- onchip\_memory2\_0\_s1.address

onchip\_memory2\_0\_s1\_write => mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_write, -- .write

onchip\_memory2\_0\_s1\_readdata => mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_readdata, -- .readdata

onchip\_memory2\_0\_s1\_writedata => mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_writedata, -- .writedata

onchip\_memory2\_0\_s1\_byteenable => mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_byteenable, -- .byteenable

onchip\_memory2\_0\_s1\_chipselect => mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_chipselect, -- .chipselect

onchip\_memory2\_0\_s1\_clken => mm\_interconnect\_0\_onchip\_memory2\_0\_s1\_clken, -- .clken

readval\_s1\_address => mm\_interconnect\_0\_readval\_s1\_address, -- readval\_s1.address

readval\_s1\_readdata => mm\_interconnect\_0\_readval\_s1\_readdata, -- .readdata

writeval\_s1\_address => mm\_interconnect\_0\_writeval\_s1\_address, -- writeval\_s1.address

writeval\_s1\_write => mm\_interconnect\_0\_writeval\_s1\_write, -- .write

writeval\_s1\_readdata => mm\_interconnect\_0\_writeval\_s1\_readdata, -- .readdata

writeval\_s1\_writedata => mm\_interconnect\_0\_writeval\_s1\_writedata, -- .writedata

writeval\_s1\_chipselect => mm\_interconnect\_0\_writeval\_s1\_chipselect -- .chipselect

);

irq\_mapper : component MATRIX\_CALCULATOR\_irq\_mapper

port map (

clk => clk\_clk, -- clk.clk

reset => rst\_controller\_reset\_out\_reset, -- clk\_reset.reset

receiver0\_irq => irq\_mapper\_receiver0\_irq, -- receiver0.irq

sender\_irq => nios2\_gen2\_0\_irq\_irq -- sender.irq

);

rst\_controller : component altera\_reset\_controller

generic map (

NUM\_RESET\_INPUTS => 1,

OUTPUT\_RESET\_SYNC\_EDGES => "deassert",

SYNC\_DEPTH => 2,

RESET\_REQUEST\_PRESENT => 1,

RESET\_REQ\_WAIT\_TIME => 1,

MIN\_RST\_ASSERTION\_TIME => 3,

RESET\_REQ\_EARLY\_DSRT\_TIME => 1,

USE\_RESET\_REQUEST\_IN0 => 0,

USE\_RESET\_REQUEST\_IN1 => 0,

USE\_RESET\_REQUEST\_IN2 => 0,

USE\_RESET\_REQUEST\_IN3 => 0,

USE\_RESET\_REQUEST\_IN4 => 0,

USE\_RESET\_REQUEST\_IN5 => 0,

USE\_RESET\_REQUEST\_IN6 => 0,

USE\_RESET\_REQUEST\_IN7 => 0,

USE\_RESET\_REQUEST\_IN8 => 0,

USE\_RESET\_REQUEST\_IN9 => 0,

USE\_RESET\_REQUEST\_IN10 => 0,

USE\_RESET\_REQUEST\_IN11 => 0,

USE\_RESET\_REQUEST\_IN12 => 0,

USE\_RESET\_REQUEST\_IN13 => 0,

USE\_RESET\_REQUEST\_IN14 => 0,

USE\_RESET\_REQUEST\_IN15 => 0,

ADAPT\_RESET\_REQUEST => 0

)

port map (

reset\_in0 => nios2\_gen2\_0\_debug\_reset\_request\_reset, -- reset\_in0.reset

clk => clk\_clk, -- clk.clk

reset\_out => rst\_controller\_reset\_out\_reset, -- reset\_out.reset

reset\_req => rst\_controller\_reset\_out\_reset\_req, -- .reset\_req

reset\_req\_in0 => '0', -- (terminated)

reset\_in1 => '0', -- (terminated)

reset\_req\_in1 => '0', -- (terminated)

reset\_in2 => '0', -- (terminated)

reset\_req\_in2 => '0', -- (terminated)

reset\_in3 => '0', -- (terminated)

reset\_req\_in3 => '0', -- (terminated)

reset\_in4 => '0', -- (terminated)

reset\_req\_in4 => '0', -- (terminated)

reset\_in5 => '0', -- (terminated)

reset\_req\_in5 => '0', -- (terminated)

reset\_in6 => '0', -- (terminated)

reset\_req\_in6 => '0', -- (terminated)

reset\_in7 => '0', -- (terminated)

reset\_req\_in7 => '0', -- (terminated)

reset\_in8 => '0', -- (terminated)

reset\_req\_in8 => '0', -- (terminated)

reset\_in9 => '0', -- (terminated)

reset\_req\_in9 => '0', -- (terminated)

reset\_in10 => '0', -- (terminated)

reset\_req\_in10 => '0', -- (terminated)

reset\_in11 => '0', -- (terminated)

reset\_req\_in11 => '0', -- (terminated)

reset\_in12 => '0', -- (terminated)

reset\_req\_in12 => '0', -- (terminated)

reset\_in13 => '0', -- (terminated)

reset\_req\_in13 => '0', -- (terminated)

reset\_in14 => '0', -- (terminated)

reset\_req\_in14 => '0', -- (terminated)

reset\_in15 => '0', -- (terminated)

reset\_req\_in15 => '0' -- (terminated)

);

mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_read\_ports\_inv <= not mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_read;

mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_write\_ports\_inv <= not mm\_interconnect\_0\_jtag\_uart\_0\_avalon\_jtag\_slave\_write;

mm\_interconnect\_0\_nextval\_s1\_write\_ports\_inv <= not mm\_interconnect\_0\_nextval\_s1\_write;

mm\_interconnect\_0\_writeval\_s1\_write\_ports\_inv <= not mm\_interconnect\_0\_writeval\_s1\_write;

mm\_interconnect\_0\_nextwriteval\_s1\_write\_ports\_inv <= not mm\_interconnect\_0\_nextwriteval\_s1\_write;

rst\_controller\_reset\_out\_reset\_ports\_inv <= not rst\_controller\_reset\_out\_reset;

end architecture rtl; -- of MATRIX\_CALCULATOR

**VHDL code for UART Decoder**

LIBRARY ieee;

USE ieee.std\_logic\_1164.all;

USE ieee.numeric\_std.all;

ENTITY Uart\_Decoder IS

GENERIC(

BaudRate : IN INTEGER := 9600;

ClockRate : IN INTEGER := 50\_000\_000

);

PORT(

Clk, Rx : IN STD\_LOGIC;

Complete : OUT STD\_LOGIC;

Data : OUT STD\_LOGIC\_VECTOR(7 DOWNTO 0)

);

END Uart\_Decoder;

ARCHITECTURE Behavior OF Uart\_Decoder IS

SIGNAL started : STD\_LOGIC; -- Whether we've started or not

SIGNAL bit\_location : Integer RANGE 0 TO 9 := 0; -- Where to save the bit

SIGNAL data\_reg : STD\_LOGIC\_VECTOR(9 DOWNTO 0); -- Local copy of the data, including start and stop bit

BEGIN

PROCESS (Rx, bit\_location)

BEGIN

IF bit\_location = 9 THEN

started <= '0';

ELSIF Rx = '0' AND Rx'event THEN

started <= '1';

END IF;

END PROCESS;

PROCESS (Clk, Rx, started)

VARIABLE counter : Integer RANGE 0 TO ((ClockRate / BaudRate)+1) := 0;

BEGIN

IF Clk = '1' AND Clk'event THEN

IF started = '1' THEN

counter := counter + 1;

IF counter = ((ClockRate) / BaudRate) THEN

counter := 0;

bit\_location <= bit\_location + 1;

ELSIF counter = (ClockRate / (BaudRate \* 2)) THEN

data\_reg(bit\_location) <= Rx;

END IF;

ELSE

bit\_location <= 0;

counter := 0;

END IF;

END IF;

END PROCESS;

Complete <= NOT started;

Data <= data\_reg(8 DOWNTO 1);

END Behavior;

**VHDL code for UART Transmitter:**

LIBRARY ieee;

USE ieee.std\_logic\_1164.all;

USE ieee.numeric\_std.all;

ENTITY Uart\_Transmitter IS

GENERIC(

BaudRate : IN INTEGER := 9600;

ClockRate : IN INTEGER := 50\_000\_000

);

PORT(

Clk, Send : IN STD\_LOGIC;

Data : IN STD\_LOGIC\_VECTOR(7 DOWNTO 0);

Tx : OUT STD\_LOGIC

);

END Uart\_Transmitter;

ARCHITECTURE Behavior OF Uart\_Transmitter IS

SIGNAL started : STD\_LOGIC; -- Whether we've started or not

SIGNAL bit\_location : Integer RANGE 0 TO 9 := 0; -- Where to save the bit

BEGIN

PROCESS (Send, bit\_location)

BEGIN

IF bit\_location = 9 THEN

started <= '0';

ELSIF Send = '1' AND Send'event THEN

started <= '1';

END IF;

END PROCESS;

PROCESS (Clk, started, Data)

VARIABLE counter : Integer RANGE 0 TO ((ClockRate\*2) / BaudRate) := 0;

BEGIN

IF Clk = '1' AND Clk'event THEN

IF started = '1' THEN

counter := counter + 1;

IF counter = ((ClockRate) / BaudRate) THEN

counter := 0;

bit\_location <= bit\_location + 1;

ELSIF counter = (ClockRate / (BaudRate\*2)) THEN

-- Send the start bit

IF(bit\_location = 0) THEN

Tx <= '0';

-- Send data bits

ELSIF bit\_location > 0 AND bit\_location < 9 THEN

Tx <= Data(bit\_location - 1);

-- Send the stop bit

ELSE

Tx <= '1';

END IF;

END IF;

ELSE

bit\_location <= 0;

counter := 0;

Tx <= '1';

END IF;

END IF;

END PROCESS;

END Behavior;

**VHDL code for FIFO:**

library IEEE;

use IEEE.STD\_LOGIC\_1164.ALL;

use IEEE.STD\_LOGIC\_UNSIGNED.ALL;

entity FIFO is

generic (num : in integer := 128);

port ( complete : in std\_logic;

data\_in : in std\_logic\_vector(7 downto 0);

pop, clear : in std\_logic;

data\_out : out std\_logic\_vector (7 downto 0));

end FIFO;

architecture behavior of FIFO is

type fifo\_size is array (0 to num-1) of std\_logic\_vector (7 downto 0);

signal mem : fifo\_size; --declaring 32 buffers with 8 bit wide

signal stop : integer range 0 to num-1 := 0;

signal start : integer range 0 to num-1 := 0;

begin

--at the rising edge of complete

--data is received into buffer

--if index of mem reaches num (32) the index is changed ot 0

process(complete, pop, data\_in, clear)

variable newStart : integer range 0 to num-1;

variable newEnd : integer range 0 to num-1;

variable toSend : std\_logic\_vector(7 downto 0);

begin

if clear = '1' then

start <= 0;

stop <= 0;

else

if complete'event and complete = '1' then

newEnd := stop - 2;

if not(start = newEnd) then

start <= start + 1;

if(start = num-1) then

mem(0) <= data\_in;

else

mem(start + 1) <= data\_in;

end if;

end if;

end if;

--assuming pop as a 1 bit input

--first value from the queue is stored into data\_out object

--queue is updated

newStart := start;

if pop'event and pop = '1' then

if not (newStart = stop) then

stop <= stop + 1;

end if;

end if;

end if;

-- Get the current head of the ring buffer if we're not empty

if not (start = stop) then

if(stop = num - 1) then

toSend := mem(0);

else

toSend := mem(stop + 1);

end if;

else

toSend := "00000000";

end if;

data\_out <= toSend;

end process;

end;

**Nios C code:**

//declaration of header files

#include "sys/alt\_stdio.h"

#include "stdlib.h"

#include "stdio.h"

#include "math.h"

#include "stdint.h"

#include "io.h"

#include "altera\_avalon\_pio\_regs.h"

#include "string.h"

/\*\*

\*\*@brief – sends an indicator to UART Tx that next value is ready to be displayed on the terminal

\*/

void next\_write()

{

uint8\_t \*next;

next = (uint8\_t \*)0x00021000;

\*next = 0;

for(volatile uint32\_t i=0; i<500000;i++);

\*next = 1;

for(volatile uint32\_t i=0; i<500000;i++);

}

/\*\*

\*\*@brief – writeByte and writeString functions fetch the value to be displayed into a Parallel IO with address 0x00021010

\*the value from the parallel IO is sent to UART Tx to display on the remote terminal

\*/

void writeByte(char c)

{

char \*toSend;

toSend = (char \*)0x00021010;

\*toSend = c;

}

void writeString(char\* str, int len)

{

for(int i = 0; i < len; ++i) {

writeByte(str[i]);

next\_write();

}

}

/\*\*

\*\*@brief – sends an indicator to FIFO that next value is ready to be stored into a parallel IO

\*/

void next\_from\_pio()

{

uint8\_t \*next;

next = (uint8\_t \*)0x00021020;

\*next = 0;

for(volatile uint32\_t i=0; i<500000;i++);

\*next = 1;

for(volatile uint32\_t i=0; i<500000;i++);

}

/\*\*

\*\*@brief – decodes the ascii value present in the Parallel IO( with address -0x00021030) into a number

\*calls next\_from\_pio() function inorder to store new value from FIFO into Parallel IO

\*‘,’ (comma) is used as a delimiter while reading data from FIFO

\*/

int decode\_ascii() {

int retval = 0;

while(1) {

char value = IORD\_ALTERA\_AVALON\_PIO\_DATA(0x00021030);

printf("%c\n", value);

if(value == ',') break;

if(value >= '0' && value <= '9')

{

retval \*= 10;

retval += value-'0';

}

next\_from\_pio();

}

next\_from\_pio();

return retval;

}

/\*

/\*\*

\* @brief Adds to matrices together

\*

\* @param a First matrix to add

\* @param b Second matrix to add

\* @param r1 Number of rows in a

\* @param c1 Number of columns in a

\* @param r2 Number of rows in b

\* @param c2 Number of columns in b

\*/

void matrix\_add(int\*\* a, int\*\* b, int r1, int c1, int r2, int c2)

{

int i,j,k,l;

int res[r1][c1];

if (r1 != r2 || c2 != c1)

{

char s[100];

char disp[]="Cannot be added";

sprintf(s,"%s",disp);

writeString(s, strlen(s));

}

else

{

for (i=0;i<r1;i++)

{

for(j=0;j<c1;j++)

{

res[i][j]= a[i][j] + b[i][j];

}

}

}

for (i=0;i<r1;i++)

{

for(j=0;j<c1;j++)

{

printf("res[%d][%d]= %d\n",i,j,res[i][j]);

char s[100];

sprintf(s,"%d,",res[i][j]);

writeString(s, strlen(s));

}

}

}

/\*\*

\* @brief performs matrix subtraction

\*

\* @param a First matrix

\* @param b Second matrix

\* @param r1 Number of rows in a

\* @param c1 Number of columns in a

\* @param r2 Number of rows in b

\* @param c2 Number of columns in b

\*/

void matrix\_sub(int\*\* a, int\*\* b, int r1, int c1, int r2, int c2)

{

int i,j,k,l;

int res[r1][c1];

if (r1 != r2 || c2 != c1)

{

char s[100];

char disp[]="Cannot be subtracted";

sprintf(s,"%s",disp);

writeString(s, sizeof(s));

}

else

{

for (i=0;i<r1;i++)

{

for(j=0;j<c1;j++)

{

res[i][j]= a[i][j] - b[i][j];

}

}

}

for (i=0;i<r1;i++)

{

for(j=0;j<c1;j++)

{

printf("res[%d][%d]= %d\n",i,j,res[i][j]);

char s[100];

sprintf(s,"%d,",res[i][j]);

writeString(s, strlen(s));

}}}

/\*\*

\* @brief Multiplies two matrices together

\*

\* @param a First matrix

\* @param b Second matrix

\* @param r1 Number of rows in a

\* @param c1 Number of columns in a

\* @param r2 Number of rows in b

\* @param c2 Number of columns in b

\*/

void matrix\_mul(int\*\* a, int\*\* b, int r1, int c1, int r2, int c2)

{

int i,j,k,l,m;

int res[r1][c2];

if(c1 != r2)

{

char s[100];

char disp[]="Cannot be multiplied";

sprintf(s,"%s",disp);

writeString(s, sizeof(s));

}

else

{

for (i=0;i<r1;i++)

{

for(j=0;j<c2;j++)

{

res[i][j]=0;

for(m=0;m<c1;m++)

{

res[i][j]=res[i][j]+ (a[i][m] \* b[m][j]);

}

}

}

}

for (i=0;i<r1;i++)

{

for(j=0;j<c2;j++)

{

printf("res[%d][%d]= %d",i,j,res[i][j]);

char s[100];

sprintf(s,"%d,",res[i][j]);

writeString(s, strlen(s));

}}}

/\*scalar multiplication\*/

void scalar\_matrix\_mul (int \*\*a, int r1, int c1)

{

int i,j;

int k;

int res[r1][c1];

for (i=0; i<r1; i++)

{

for (j=0;j<c1;j++)

{

res[i][j]=k\*a[i][j];

}

}

for (i=0;i<r1;i++)

{

for(j=0;j<c1;j++)

{

printf("res[%d][%d]= %d\n",i,j,res[i][j]);

char s[100];

sprintf(s,"%d,",res[i][j]);

writeString(s, strlen(s));

}}}

/\*\*

\* @brief Calculates determinant of a matrix

\*

\* @param a First matrix whose determinant is calculated

\* @param r1 Number of rows in a

\* @param c1 Number of columns in a

\*/

int matrix\_det(int\*\* a, int r1, int c1)

{

int D ;

int D1;

int n;

int \*\*temp;

int i,j=0;

int sign = 1;

// Base case : if matrix contains single element

if(r1!=c1)

{

//not possible to find determinant

char s[100];

char disp[]="Cannot find determinant";

sprintf(s,"%s",disp);

writeString(s, strlen(s));

}

else

{

n=r1;

if (n == 1)

{

D=a[0][0];

return(D);

}

else

{

D=0;

// Iterate for each element of first row

for (int f = 0; f < n; f++)

{

// Getting Cofactor of a[0][f]

temp= malloc(2\*sizeof\*temp);

for (i=0; i< n; i++)

{

temp[i]= malloc(2\*sizeof\*temp[i]);

}

i=0;

// Looping for each element of the matrix

for (int row = 0; row < n; row++)

{

for (int col = 0; col < n; col++)

{

// Copying into temporary matrix only those

// element which are not in given row and

// column

if (row != 0 && col != f)

{

temp[i][j++] = a[row][col];

// Row is filled, so increase row index and

// reset col index

if (j == n - 1)

{

j = 0;

i++;

}

}

}

}

if(f%2==0)

{

( D += a[0][f]

\*(matrix\_det(temp, n - 1,n - 1)));

}

else

{

D -= a[0][f]

\*(matrix\_det(temp, n - 1,n - 1));

}

// terms are to be added with alternate sign

D1=D;

}

}

}

return D1;}

/\*\*

\* @brief Calculates transpose of a matrix

\*

\* @param a is the matrix whose transpose is calculated

\* @param r1 Number of rows in a

\* @param c1 Number of columns in a

\*/

void matrix\_transpose(int \*\*a, int r1, int c1)

{

int i,j;

int res[r1][c1];

for (i=0; i<c1;i++)

{

for (j=0;j<r1;j++)

{

res[i][j]= a[j][i];

}

}

for (i=0;i<c1;i++)

{

for(j=0;j<r1;j++)

{

printf("res[%d][%d]= %d\n",i,j,res[i][j]);

char s[100];

sprintf(s,"%d,",res[i][j]);

writeString(s, strlen(s));

}}}

/\*......Main Program ........\*/

int main()

{

int ROW1, ROW2, COL1, COL2;

int \*\*A;

int \*\*B ;

int Determinant\_A,Determinant\_B;

int OP\_SEL;

char str[100];

int i,j,k;

printf("entered main\n");

//reading row and column size for matrix A and B

// Read the row, column size of matrix 1 and matrix 2 from the FPGA PIO layer.

ROW1= decode\_ascii();

COL1=decode\_ascii();

ROW2=decode\_ascii();

COL2=decode\_ascii();

//reading values into matrix A and B

//allocating memory

A= malloc(ROW1\*sizeof\*A);

for (i=0; i< ROW1; i++)

{

A[i]= malloc(COL1\*sizeof\*A[i]);

}

B= malloc(ROW2\*sizeof\*B);

for (i=0; i< ROW2; i++)

{

B[i]= malloc(COL2\*sizeof\*B[i]);

}

for (i=0;i<ROW1; i++)

{

for(j=0;j<COL1;j++)

{

A[i][j]=decode\_ascii();

}

}

for (i=0;i<ROW2; i++)

{

for(j=0;j<COL2;j++)

{

B[i][j]=decode\_ascii();

} }

printf("ROW1=%d\n",ROW1);

printf("COL1=%d\n",COL1);

printf("ROW2=%d\n",ROW2);

printf("COL2=%d\n",COL2);

//reading valaue that indicates type of operation

OP\_SEL=decode\_ascii();

printf("%d\n",OP\_SEL);

switch (OP\_SEL){

case 1:

writeString("Addition selected\r\n",strlen("Addition selected\r\n"));

matrix\_add(A,B,ROW1,COL1, ROW2,COL2);

break;

case 2:

writeString("Subtraction selected\r\n",strlen("Subtraction selected\r\n"));

matrix\_sub(A,B,ROW1,COL1, ROW2,COL2);

break;

case 3:

writeString("Multiplication selected\r\n",strlen("Multiplication selected\r\n"));

matrix\_mul(A,B,ROW1,COL1, ROW2,COL2);

break;

case 4:

writeString("Determinant selected\r\n",strlen("Determinant selected\r\n"));

Determinant\_A=matrix\_det(A,ROW1,COL1);

sprintf(str,"%d\r\n",Determinant\_A);

writeString(str, strlen(str));

Determinant\_B=matrix\_det(B,ROW2,COL2);

sprintf(str,"%d",Determinant\_B);

writeString(str, strlen(str));

break;

case 5:

matrix\_transpose(A,ROW1,COL1);

break;

default:

writeString(“default selected”, strlen(“default selected”));

break;

}

//deallocating memory

free(A);

free(B);

return 0;

}

*End of document*